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| **Modern Backend Developer in 2018**  Web development today is completely different from what it was a few years ago; there are lots of different things that can easily baffle anyone entering into the web development. It was one of the reasons that we decided to make these [step by step visual guides demonstrating the bigger picture](http://github.com/kamranahmedse/developer-roadmap) and to give anyone a clear idea about what they have to follow to be in certain roles in web development.  About a week ago, we had a post titled [Modern Frontend Developer in 2018](https://medium.com/tech-tajawal/modern-frontend-developer-in-2018-4c2072fa2b9c) in which we promised to release the updated roadmaps for Backend and DevOps. Holding up to that promise, this article is about modern backend developer. If you haven’t checked the frontend developer roadmap already, go ahead and give it a look.  *Before today, backend roadmap was just a flat out recommendation of technologies with no clear directions of the order in which it should have been followed. We have redrawn it just like frontend with step by step guides to give you a better idea.*  We are still working on the DevOps and will hopefully release it by the next week. We will publish an article on that also, but here is the [link to the repository](https://github.com/kamranahmedse/developer-roadmap) for you to watch the updates.  Random image for article’s thumbnail — Please ignore 🙉  Without further ado, let’s get started. You can find the detailed roadmap in the image below, however I am also going to explain each step in the description below.  Let’s break it down and explain each step in the section below.  Before we start, although we haven’t listed the knowledge of HTML/CSS in the roadmaps above, it is recommended that you get at-least some understanding and know how to write some basic HTML/CSS.  **Step 1– Learn a Language**  There are myriads of options when it comes to picking a language. I have broken them down into categories to make it easier for you to decide. For the beginners who are just getting into the backend development, I would recommend you to pick any of the scripting languages because they have a lot of demand and it would allow you to get up to speed quickly. If you have some frontend knowledge, you might find Node.js to be quite easier plus there is a big job market for that.  If you have already been doing backend development and know some scripting language, I would recommend you to not pick another scripting language and pick something from the “Functional” or “Multiparadigm” section. For example if you have been doing PHP or Node.js already, don’t go for Python or Ruby, instead give Erlang or Golang a try. It will definitely help stretch your thinking and open your mind to new horizons.  **Step 2 — Practice what you have Learnt**  There is no better way to learn than practice. Once you have picked your language and have got the basic understanding of the concepts, bring them to use. Make as many small applications as you can. Here are just a few ideas to get you started   * Implement some command that you find yourself using in the bash e.g. try to implement the functionality of ls * Write a command that fetches and saves reddit posts on /r/programming in the form of JSON file * Write a command that gives you a directory structure in JSON format e.g. jsonify dir-name to give you a JSON file with the structure inside the dir-name * Write a command that reads JSON from above step and creates directory structure * Think of some task that you do every day and try to automate that   **Step 3 — Learn Package Manager**  Once you have understood the basics of the language and have made some example applications, learn how to use package manager for the language that you picked. Package managers help you use external libraries in your applications and to distribute your libraries for others to use.  If you picked PHP you will have to learn Composer, Node.js has NPM or Yarn, Python has Pip and Ruby has RubyGems. Whatever your choice was, go ahead and learn how to use its package manager.  **Step 4 — Standards and Best Practices**  Each of the language has its own standards and best practices of doing things. Study them for your picked language. For example PHP has PHP-FIG and PSRs. With Node.js there are many different community driven guidelines and same for other languages.  **Step 5 — Security**  Make sure to read about the best practices for security. Read the OWASPguidelines and understand different security issues and how to avoid them in language of your choice.  **Step 6 — Practice**  Now that you know the basics of language, standards and best practices, security and how to use package manger. Now go ahead and create a package and distribute it for others to use, and make sure to follow the standards and best practices that you have learnt this far. For example if you picked PHP, you will be releasing it on Packagist, if you picked Node.js you will be releasing it on Npm registry and so on.  Once you are done with that, search for some projects on Github and open some pull requests in some projects. Some ideas for that:   * Refactor and implement the best practices that you learnt * Look into the open issues and try to resolve * Add any additional functionality   **Step 7 — Learn about Testing**  There are several different testing types for testing. Get the understanding of what these types are their purpose. But for now learn about how to write Unit Tests and Integration tests in your applications. Also, understand different testing terminologies such as mocks, stubs etc  **Step 8 — Practical**  For the practice, go ahead and write the unit tests for the practical tasks that you have done this far, especially what you made in Step 6.  Also learn and calculate the coverage for the tests that you wrote.  **Step 9 — Learn about the Relational Databases**  Learn how to persist your data in a relational database. Before you go and pick the tool to learn, understand the different database terminologies e.g. keys, indexes, normalization, tuples etc.  There are several options here. However if you learn one, others should be fairly easy. The ones that you would want to learn are MySQL, MariaDB (which is mostly same and is the fork of MySQL) and PostgreSQL. Pick MySQL to start with.  **Step 10 — Practical Time**  Its time to bring everything that you have learnt this far, to use.  Create a simple application using everything that you have learnt this far. Just pick any idea, maybe create a simple blogging application and implement the below features in it   * User Accounts — Registration and Login * Registered user can create blog posts * User should be able to view all the blog posts that he created * They should be able to delete their blog posts * Make sure that user can only see his personal blog posts and not from others * Write the unit/integration tests for the application * You should apply indexes for the queries. Analyze the queries to make sure that indexes are being used   **Step 11 — Learn a Framework**  Depending upon the project and the language you picked, you may or may not need a framework. Each language has several different options, go ahead and look what options are available for the language of your choice and pick the relevant one.  If you picked PHP, I would recommend you to go with Laravel or Symfony and for the micro-frameworks, go with Lumen or Slim. If you picked Node.js, there are several different options but the prominent one is Express.js  **Step 12 — Practical Time**  For the practical of this step, convert the application that you made in **Step 10**, to use the framework that you picked. Also make sure to port everything including the tests.  **Step 13 — Learn a NoSQL Database**  First understand what they are, how they are different from relational databases and why they are needed. There are several different options, research a little have a look and compare them for the features and differences. Some of the common options that you can pick from are MongoDB, Cassandra, RethinkDB and Couchbase. If you have to pick one, go with MongoDB.  **Step 14 — Caching**  Learn how to implement app level caching in your applications. Understand how to use Redis or Memcached and implement caching in the application that you built in **Step 12.**  **Step 15 — Creating RESTful APIs**  Understand REST and learn how to make RESTful APIs and make sure to read the part about REST from the original paper of **Roy Fielding**. And make sure that you are able to fight someone if they say REST is only for the HTTP APIs.  **Step 16 — Learn about Different Auth Methods**  Learn about different Authentication and authorization methodologies. You should know what they are, how they are different and when to prefer one over the other   * OAuth — Open Authentication * Basic Authentication * Token Authentication * JWT — JSON Web Tokens * OpenID   **Step 17 — Message Brokers**  Learn about the message brokers and understand when and why to use them. There are multiple options but the prominent ones are **RabbitMQ** and **Kafka**. Learn how to use RabbitMQ for now, if you want to pick one.  **Step 18 — Search Engines**  As the application grows, simple queries on your relational or NoSQL database aren’t going to cut it out and you will have to resort to a search engine. There are multiple options, each having it’s own differences.  **Step 19 — Learn how to use Docker**  Docker can facilitate you greatly in your development, whether it is replicating the same environment as production, keeping your OS clean or expediting your coding, testing or deployment. I am going to leave the answer to “how it is going to help me” for you to search. In this step, go ahead and learn how to use Docker.  **Step 20 — Knowledge of Web Servers**  If you have come this far, you probably had to tackle with servers in the steps before. This step is mainly about finding out the differences between different web servers, knowing the limitations and different available configuration options and how to write applications best utilizing these limitations.  **Step 21 — Learn how to use Web Sockets**  While not required, it is beneficial to have this knowledge in your toolbelt. Learn how to write real-time web applications with web-sockets and make some sample application with it. You can use it in the blog application that you made above to implement real-time updates on the blog posts listing.  **Step 22 — Learn GraphQL**  Learn how to make APIs with GraphQL. Understand how it is different from REST and why is it being called REST 2.0.  **Step 23 — Look into Graph Databases**  Graph models represent a very flexible way of handling relationships in your data, and graph databases provide fast and efficient storage, retrieval and querying for it. Learn how to use Neo4j or OrientDB.  **Step 24 — Keep Exploring**  Once you start learning and practicing, you will definitely be coming across the things that we did not cover in this roadmap. Just keep an open-mind and a healthy appetite for learning new things.  And remember the key is to practicing as much as you can. It will look scarier in the beginning and you might feel like you are not grasping anything but that is normal and over time you will feel that you are getting better. | **Современный backend-разработчик 2018**  Веб-разработка сегодня разительно отличается от того, что было пару лет назад, а обилие новых техник сбивает с толку новичков в программировании. Это и послужило основой для создания [пошагового и наглядного руководства разработчика](http://github.com/kamranahmedse/developer-roadmap), которое дает четкое представление об определенных аспектах веб-разработки.  Не так давно был опубликован материал о [современном фронтенд-разработчике 2018](https://medium.com/tech-tajawal/modern-frontend-developer-in-2018-4c2072fa2b9c) , в котором мы обещали выпустить дорожные карты по бэкенду и оптимизации разработки. Мы держим свое обещание, поэтому данная статья будет посвящена современной бэкенд-разработке..  *До сегодняшнего дня дорожная карта по бэкенду представляла собой просто свод технических рекомендаций без четкого указания способов их применения. Мы переработали данные материалы и создали пошаговое руководство для облегчения понимания всего процесса.*  Случайная картинка для иллюстрации – листайте дальше!  Без лишних предисловий давайте перейдем сразу к делу.  Информация будет разбита на отдельные части и добавлено детальное описание каждого шага.  Перед тем, как начинать изучение бэкенда, у вас должно быть хотя бы минимальное понимание того, как реализуются базовые вещи на HTML/CSS (этот шаг не указан в таблице выше).  **Шаг 1– Изучение языка**  Существует великое множество языков программирования – вам остается только выбрать наиболее подходящий вариант. Чтобы упросить эту задачу, я разбил языки на подкатегории.  **Языки сценариев**: Python, Ruby, PHP, Node.js, TypeScript (дополнительно).  **Функциональные языки**: Elixir, Scala, Erlang, Clojure, Haskell.  **Мультипарадигменные языки**: Goland, Rust.  **Корпоративные решения**: Java, .NET  Новичкам в бэкенде я бы посоветовал начинать со сценарных языков, т.к. они строго регламентированы правилами, поэтому научиться им можно намного быстрее. Если вы немного понимаете во фронтенде, то, легче всего вам будет освоить Node.js. Кроме того, этот язык хорошо котируется на биржах разработчиков.  Если вы можете похвастаться опытом в бэкенд-разработке и знаете хоть какие-то сценарные языки, то мой вам совет: не зацикливайтесь на скриптах и переходите к языкам из раздела «функциональные» или «мультипарадигматические». Например, если вы уже работали в PHP или Node.js, то не переходите к Python или Ruby, а попробуйте Erlang или Golang. Так вы разовьете гибкость мышления и станете более открытыми новому опыту.  **Шаг 2 — Используйте знания на практике**  Самый лучший способ научиться чему-либо – это практика. Как только вы определитесь с выбором языка и разберетесь в общих принципах его построения, то сразу переходите к практике. Постарайтесь написать как можно больше простых приложений. Вот парочка идей для начала:   * Реализуйте ряд команд, которыми пользуетесь в bash (например, функционал ls); * Напишите команду, которая отбирает и сохраняет reddit посты в /r/programming в формате JSON-файла; * Напишите команду, которая выдает структуру каталога в формате JSON (например, с помощью jsonify dir-name вы получите JSON-файл со структурой внутри dir-name) * Напишите команду, которая читает JSON-файл из примера выше и создает структуру каталога. * Проанализируйте свои ежедневные задачи и постарайтесь автоматизировать как минимум одну из них.   **Шаг 3 — Изучите диспетчер пакетов**  Как только вы освоили азы языка программирования и написали пару простых приложений, смело переходите к изучению менеджера пакетов выбранного вами языка программирования. Менеджер пакетов позволяет использовать внешние библиотеки в приложениях и открывать ваши библиотеки другим пользователям.  Если ваш выбор пал на PHP, то изучите Composer, для Node.js – присмотритесь к NPM или Yarn, для Python – Pip, а для Ruby – RubyGems. Вне зависимости от вашего выбора, обязательно научитесь правильно работе с нужным менеджером пакетов.  **Шаг 4 — Стандарты и полезные рекомендации**  В каждом языке есть свои стандарты и ноу-хау. Изучите их для выбранного языка. Например, в PHP имеется PHP-FIG и PSR, а для Node.js разные сообщества создали множество полезных руководств. Тоже самое придумано и для других языков программирования.  **Шаг 5 — Безопасность**  Обязательно проштудируйте информацию о безопасности. Почитайте рекомендации OWASP, разберитесь в различных проблемах с безопасностью и методах их решения для выбранного вами языка программирования.  **Шаг 6 — Практика**  К этому моменту вы уже изучили основы языка, его стандарты и примеры использования, вопросы безопасности и нюансы работы с менеджером пакетов. Самое время перейти к созданию пакета и передаче его другим пользователям для работы. Например, если вы выбрали PHP, то создавать пакеты будете на Packagist, в Node.js будете пользоваться пакетным менеджером Npm и т.д.  Как только это сделано, поищите похожие проекты на Github, отправьте пару запросов на включение. Вот несколько идей, которые могут помочь:   * Рефакторинг и реализация лучших идей, которым вы научились; * Изучите существующие проблемы и постарайтесь решить какую-либо из них; * Добавьте новый функционал.   **Шаг 7 — Познакомьтесь с тестированием**  Тестирование делится на несколько типов. Разберитесь в каждом их них, изучите его назначение. Для начала научитесь создавать модульные и интеграционные тесты. Разберитесь в специальной терминологии: пустышки, заглушки и т.д.  Погуглите различные приложения для тестирования, выберите наиболее подходящее  **PHP** – PHPUnit, PHPSpec, Codeception;  **Node.js** – Mocha, Chal, Sinon, Mockery, Ava, Jasmine.  Дабы не разжигать войны в комментариях, я не буду давать личных рекомендаций. Так что поищите в интернете и выберите самостоятельно.  **Шаг 8 — Практический этап**  Напишите пару модульных тестов для решения практических задач. В идеале, не основании примера из шага 6.  Почитайте про метрики тестирования и рассчитайте тестовое покрытие для написанных модулей.  **Шаг 9 — Познакомьтесь с реляционными базами данных**  Научитесь управлять данными в реляционной базе данных. Для начала выберите интересную вам разновидность, изучите профильную терминологию баз данных: ключи, индексы, нормализация, кортежи и т.д.  Существует несколько разных баз данных. Однако, если вы освоите одну из них, то остальные дадутся вам намного легче. Присмотритесь к MySQL, MariaDB (в принципе, это почти одно и тоже. Maria DB – это ответвление MySQL) и PostgreSQL. Начинать лучше с MySQL.  **Шаг 10 — Практика**  Самое время попробовать на практике все, что было изучено ранее.  Создайте простое приложение, используя все полученные знания. Тематика – совершенно не важна. Как вариант – простое приложение для ведения блога с реализацией следующих функций:   * Профили пользователей: регистрация, авторизация; * Зарегистрированный пользователь может создавать посты в блоге; * Пользователь может просматривать все свои посты в блоге; * Пользователь может удалять все свои посты в блоге; * Убедитесь в том, что пользователь видит только свои посты, а не записи, созданные другими пользователями; * Напишите модульные и интеграционные тесты для приложения; * Вы должны использовать индексы для запросов. Проанализируйте запросы и удостоверьтесь, что для них прописаны индексы.   **Шаг 11 — Освойте фреймворки**  В зависимости от проекта и выбранного языка программирования вам может потребоваться фреймворк. Для каждого языка создано множество фреймворков. Вам лишь нужно найти подходящие варианты и выбрать самый подходящий.  Если вы пишите на PHP, то я бы советовал присмотреться к Laravel или Symfony, а также микрофреймворками (Lumen или Slim). Для Node.js также написано много фреймворков, однако самым популярным остается Express.js  **Шаг 12 — Практика**  Для практических целей преобразуйте приложение, созданное в **Шаге 10,** для использования выбранного фреймворка. Еще раз закрепите все навыки, включая тестирование.  **Шаг 13 — Освойте базу данных NoSQL**  Для начала, разберитесь, что это такое, для чего нужно, и в чем их отличие от реляционных баз данных. Функционал различных NoSQL немного отличается, поэтому потратьте время на небольшое исследование всех сходств и различий. Самые популярные со схожим функционалом: MongoDB, Cassandra, RethinkDB и Couchbase. Если вам нужна только одна база данных, то смело берите MongoDB.  **Шаг 14 — Кэширование**  Изучите, как реализуется кэширование на уровне приложения. Разберитесь с правилами использования Redis или Memcached и проведите кэширование в приложении, написанном в **Шаге 12.**  **Шаг 15 — Создание RESTful API**  Изучите REST и процесс создания RESTful API. Обязательно прочитайте раздел про REST в книге **Роя Филдинга.** Заготовьте парочку веских аргументов для встречи с кем-то, кто утверждает, что REST пригоден только для создания HTTP API.  **Шаг 16 — Освойте различные методы авторизации**  Почитайте материалы про различные методы авторизации и проверки подлинности. Вы должны понять, что это, с чего его едят, а также разобраться в принципах использования того или иного метода.   * OAuth — открытая аутентификация; * Базовая аутентификация; * Аутентификация по токенам; * JWT — Аутентификация по JSON Web Tokens * OpenID   **Шаг 17 — Брокеры сообщений**  Почитайте о брокерах сообщений, разберитесь в их назначении и использовании. Существуют различные брокеры, но самые популярные – это **RabbitMQ** и **Kafka**. Если тема вас заинтересует, то сначала освойте RabbitMQ.  **Шаг 18 — Поисковики**  По мере роста Вашего приложения простых запросов в реляционной или NoSQL базе данных будет не достаточно, поэтому Вам придется прибегать к помощи поисковых систем. Опять же, опций много, в каждой есть свои отличия.  Примеры: ElasticSearch, Solr, Sphinx.  **Шаг 19 — Научитесь пользоваться Docker**  Docker – это отличное подспорье в разработке. Он может все, начиная с репликации рабочей среды, очистки ОС или ускорения выполнения кода и заканчивая тестированием и развертыванием. Ключевой вопрос: «как же Docker поможет именно мне?» я оставлю открытым – вы сможете нагуглить самые подходящие варианты. Для этого шага освойте принципы работы с Docker.  **Шаг 20 — Понимание работы веб-серверов**  Если вы дошли до этого шага, то, скорее всего, уже успели познакомиться с веб-серверами. В данном шаге изучите различия между веб-серверами, разберитесь в принципах и ограничениях использования параметров конфигурации, а также технологиях написания приложений с учетом этих ограничений.  Примеры: Apache, Nginx, Caddy, MS IIS.  **Шаг 21 — Научитесь пользоваться Web Sockets**  Не обязательный пункт, однако лишние знания еще никому не навредили. Научитесь писать real-time веб-приложения с использованием веб-сокетов и напишите парочку примеров. Веб-сокеты можно использовать в каком-то из уже созданных приложений. Например, для приложения по ведению блога можно добавить функционал актуального обновления списка постов.  **Шаг 22 — Изучите GraphQL**  Научитесь создавать API с помощью GraphQL. Разберитесь в его отличии от REST, и почему его называют REST 2.0.  **Шаг 23 — Присмотритесь к графическим базам данных**  Графические модели – это очень удобный способ представления отношений данных, а графические базы данных позволяют быстро и удобно хранить, восстанавливать и создавать запросы. Почитайте про использование Neo4j или OrientDB.  **Шаг 24 — Не останавливайтесь на достигнутом**  В процессе изучения теории и практики вы будет сталкиваться с ситуациями, которые мы не разбирали в этой статье. Не пугайтесь, будьте открыты новым знаниями.  И помните, что ключ к успеху – практика, практика и еще раз практика. Вначале все выглядит действительно страшно и не понятно, может появиться чувство, что вы ничего не понимаете. Но это нормально.. Со временем вы поймете, что все начинает получаться. |